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- profiling
- jitviewer
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Numpy (and its ecosystem) is the last frontier for PyPy

https://bitbucket.org/pypy/numpy + pypy

I have been working on it since 2011, together with many others

Replaces ndarray, umath with builtin modules

~85% of the numpy tests are passing, on all platforms

Most of numpy is there: object dtypes, ufuncs

linalg, fft, random all via cffi

Should be as fast as Numpy, faster for smaller arrays
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